Lesson 2: Fundamentals of Elixir Programming

Elixir is a dynamic, functional programming language designed for building scalable,
fault-tolerant, and distributed applications. Developed by José Valim and released in
2011, Elixir runs on the Erlang virtual machine (BEAM), inheriting Erlang's robustness
and concurrency capabilities while introducing a more
approachable and modern syntax.

At its core, Elixir leverages functional programming
principles, emphasizing immutability, pure functions,
and data transformation. It encourages writing code that
is easy to reason about, test, and maintain, making it
well-suited for complex and concurrent systems.

One of Elixir's standout features is its support for
lightweight processes, also known as actors, which
enable efficient concurrency. These processes are
isolated units of execution that communicate through message passing, facilitating
highly responsive and fault-tolerant applications.

Elixir also provides fault tolerance through the "let it crash" philosophy inherited from
Erlang. This approach involves isolating errors to individual processes, allowing the
system to recover gracefully without causing a cascading failure.

Pattern matching, a key component of Elixir, simplifies working with complex data
structures. It allows developers to destructure data and handle different cases
succinctly, leading to clearer and more concise code.

Elixir's metaprogramming capabilities enable developers to extend the language itself,
creating domain-specific languages (DSLs) tailored to specific application needs.

Elixir's ecosystem is supported by the Hex package manager, which hosts a wide range
of libraries and tools for various tasks, from web development using the Phoenix
framework to distributed systems using the mix tool.

In essence, Elixir is a versatile language that combines functional programming,
concurrency, and fault tolerance to empower developers in creating highly performant
and resilient applications. Its focus on developer productivity, scalability, and



maintainability has gained it popularity in industries where reliability and responsiveness
are paramount.

Syntax in Elixir

Elixir syntax is designed to be both clean and expressive, enabling developers to write
readable and maintainable code. Let's dive into some key elements of Elixir's syntax:

1. Function Calls
Elixir uses a straightforward syntax for function calls:

result = function name (argl, arg2)

The parentheses can often be omitted if it doesn't lead to ambiguity:

result = add 5, 3

2. Anonymous Functions
Anonymous functions, also known as lambdas, are defined using the "fn" keyword:

add = fn a, b -> a + b end
Anonymous functions can be called using dot notation:

result = add. (5, 3)

3. Pipelines

Pipelines ('|>") are a powerful feature in Elixir that allow chaining of functions in a
readable manner:

result = datal
| > transform functionl ()

| > transform function2 ()



4. Pattern Matching

Pattern matching is a fundamental concept in Elixir. It's used for function clause
selection, assignment, and more:

, value} do

{:0k, content} -> IO.puts(content)

{:error, reason} -> IO0.puts("Error: #{reason}")
end

5. Modules and Functions
Elixir code is organized into modules, and modules contain functions:

efmodule MathUtils do

def add(a, b), do: a + b

def subtract(a, b), do: a - b
end|
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6. Atoms
Atoms are constants with symbolic names, often used for status or options:

status = :success
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Strings are sequences of characters enclosed in double quotes. String interpolation is
achieved using "#{} :

name = "Alice"

reeting = "Hello, #{name}!"

Q

8. Lists

Lists are collections of elements enclosed in square brackets:

my list = [1, 2, 3]



9. Tuples
Tuples are ordered collections of elements enclosed in curly braces:

person = {:name, "John", :age, 30}

10. Maps
Maps are key-value data structures enclosed in “%({} :

= %{name: "Alice", age: 25}

11. Binaries
Binaries are sequences of bytes, often used for binary data manipulation:

binary data = <<1, 2, 3, 4>>

12. Variables
Variables are used to store values. They start with uppercase letters or underscores:

number = 42

These are just some of the core aspects of Elixir's syntax. The language's focus on
immutability, pattern matching, and functional programming principles contribute to its
unique and powerful syntax that's loved by developers for its elegance and clarity.

Data Types in Elixir

Elixir provides a range of data types that allow you to represent different kinds of
information and manipulate data effectively. Let's explore the various data types
available in Elixir:

1. Atoms

Atoms are constants with a unique name. They are often used to represent status,
options, or identifiers. Atoms are written with a leading colon (*:").
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2. Numbers

Elixir supports integers and floating-point numbers. Integers can be written in decimal
notation or hexadecimal notation (prefixed with "0x’).
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3. Strings

Strings are sequences of characters enclosed in double quotes. Elixir supports Unicode
characters, escape sequences, and string interpolation.

"Hello, Elixir!"
"Unicode characters: éA"
"Interpolation: #{value}"

4. Booleans
Elixir has two atoms representing boolean values: “true’ and “false’.
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5. Lists

Lists are ordered collections of elements. They are enclosed in square brackets and can
hold any type of data.

[1, 2, 3]
["apple", "banana", "cherry"]
[:0k, :error, :unknown]



6. Tuples

Tuples are ordered collections of elements enclosed in curly braces. Tuples can hold a
mix of different data types and are often used for grouping related values.

{ :name, "John"}
{42, "Answer"}

{1, 2, 3}

7. Maps

Maps are key-value data structures, allowing efficient lookups and updates. Keys can
be of any data type.

%${name: "Alice", age: 30}

${"key" => "value", :atom key => 42}

8. Binaries

Binaries are sequences of bytes. They are often used for handling binary data,
encoding, and decoding.

<<1l, 2, 3, 4>>
<<65, 66, 67>> # "ABC"
<<255, 0, 127>>

9. Functions

Functions are first-class citizens in Elixir. You can define and pass them around as
values.

add = fn a, b -> a + b en
= fn a, b -=> a * b en

=

€

'_l

ot

'_l.
g

'_l
B
0.

O

10. PIDs and References

Elixir has special data types for representing processes ('PID") and references (‘ref’),
which are used for managing concurrency and distribution in Erlang/Elixir systems.

I
-
CJ

d = self() # Current process's PI
ref = make ref ()



These data types, along with Elixir's pattern matching and functional programming
features, contribute to the language's expressive and powerful capabilities for building
scalable and fault-tolerant applications.

Variables in Elixir

In Elixir, variables play a crucial role in storing and manipulating data. Understanding
how variables work is essential for writing effective Elixir code. Here's a comprehensive
overview of variables in Elixir:

1. Variable Naming

Variables in Elixir begin with an uppercase letter or an underscore (_"). By convention,
variables with a leading underscore are often used to indicate that the value they hold
will not be used.

ignored variable = "Not used"

2. Immutability

One of the fundamental principles of Elixir is immutability. Once a value is assigned to a
variable, that value cannot be changed. Instead of modifying a variable's value, you
create a new variable with the updated value.

= 5
= x + 3 # Creates a new variable x with the value 8
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3. Variable Scope

Variables are scoped within the function or block in which they are defined. They cannot
be accessed outside their scope. This promotes encapsulation and prevents unintended
interference.
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ef calculate sum(a, b) d
result = a + b



IO0.puts ("Sum: #{result}")

TO.puts ("Attempting to access 'result': #{result}") # Error,

'result' is not in scope

4. Rebinding Variables

You can reuse variable names within nested scopes without causing conflicts. The inner
scope's variable "shadows" the outer scope's variable temporarily.

= 10

X

TO.puts ("Outer x: #{x}") # Outer x: 10

if true do

I0.puts ("Inner x: #{x}") # Inner x: 20

I0.puts ("Outer x after inner scope: #{x}") # Outer x after inner

5. Capturing Variables in Closures

Closures, such as anonymous functions, can capture variables from their surrounding
scope. The captured variables are accessible even after the scope they were defined in
has ended.

outer value = 42

I0.puts ("Captured value: #{outer value}")

H

et

closure. () # Captured value: 42



6. Pin Operator ("7’)

The pin operator (*A") is used to pattern-match against the value of a variable rather
than rebinding it. This is especially useful in pattern matching scenarios.

case 10 do

*x —=> I0.puts ("Matched against x")

~ —-> IO0.puts("Didn't match against x")

Understanding how to work with variables in Elixir is crucial for creating clean,
maintainable, and functional code. By embracing immutability and scoping rules, you
can take full advantage of Elixir's unique features for building robust applications.

Pattern matching and its significance in functional
programming

Pattern matching is a fundamental concept in functional programming that plays a
significant role in making code concise, readable, and expressive. It's a powerful
technique that enables you to destructure data, extract information, and make decisions
based on the structure of the data. Let's explore the significance of pattern matching in
functional programming:

1. Destructuring Data:

Pattern matching allows you to break down complex data structures, such as tuples,
lists, and maps, into their individual components. This makes it easier to work with and
manipulate the data in a clear and concise manner.

2. Function Clause Selection:

In functional programming languages, functions can have multiple clauses with different
patterns for their arguments. The appropriate clause is selected based on the pattern of
the input data, allowing you to define behavior for specific cases.

3. Improved Readability:

Pattern matching enhances code readability by clearly showing the intention of the
code. By matching on specific data structures, you make your code self-documenting
and easier for other developers to understand.



4. Error Handling:

Pattern matching can be used to handle errors and exceptions gracefully. Instead of
relying solely on explicit error-checking code, you can pattern match on the expected
outcomes and handle different scenarios appropriately.

5. Case Statements:

Pattern matching is commonly used in case statements to branch code execution based
on different patterns of input data. This promotes a clean and concise way of handling
different cases.

6. Functional Decomposition:

Pattern matching encourages a functional approach to programming by enabling you to
decompose problems into smaller parts that can be solved independently. Each part
can be handled using a specific pattern-matching clause.

7. Tuples and Records:

Pattern matching is particularly useful when working with tuples and records. You can
easily extract values from specific positions in tuples or named fields in records,
improving code clarity.

8. Guards and Complex Conditions:

Pattern matching can be combined with guards (additional conditions) to create more
complex selection logic. This allows you to tailor your code's behavior based on a
combination of data patterns and conditions.

9. Data Transformation:
Pattern matching is a key technique when transforming data from one shape to another.
You can use pattern matching to extract, modify, and restructure data efficiently.

10. Avoiding Mutable State:

Pattern matching encourages an immutable approach to programming. Instead of
modifying variables in place, you work with new instances of data, aligning with
functional programming principles.

In languages like Elixir, Haskell, and Erlang, pattern matching is a central aspect of the
language design. It empowers developers to write elegant and efficient code that's less
error-prone and easier to maintain. By embracing pattern matching, functional
programming languages provide a powerful tool for working with data and solving
problems in a declarative and expressive manner.



