
Lesson 3: CSS Fundamentals
CSS is a stylesheet language used to describe the presentation of a document written
in HTML. It enables web developers to control the colors, fonts, layout, and other visual
aspects of a web page. By separating the presentation layer (CSS) from the content
layer (HTML), we achieve cleaner code and more flexible styling options.

CSS Properties
CSS properties allow you to customize the appearance of HTML elements. These
properties include font properties, color properties, background properties, margin and
padding properties, and many more. You'll learn how to apply different styles to
elements, create visually appealing layouts, and enhance the overall design of your web
pages.

There are a wide variety of CSS properties available, each serving a specific purpose.
Let's explore some commonly used CSS properties:

1. Font Properties:

● font-family: Specifies the font to be used for text.
● font-size: Sets the size of the text.
● font-weight: Defines the thickness or boldness of the text.
● font-style: Specifies the style of the text (e.g., italic, normal).

2. Color Properties:

● color: Sets the color of the text.
● background-color: Defines the background color of an element.

3. Margin and Padding Properties:

● margin: Controls the spacing outside an element.
● padding: Specifies the spacing within an element.

4. Border Properties:

● border: Sets the style, width, and color of the border around an element.
● border-radius: Defines the roundedness of the corners of an element.



5. Width and Height Properties:

● width: Sets the width of an element.
● height: Defines the height of an element.

6. Display and Positioning Properties:

● display: Determines how an element is rendered (e.g., block, inline, flex).
● position: Specifies the positioning method of an element (e.g., relative, absolute).

These are just a few examples of CSS properties. There are many more properties
available for customizing different aspects of an element's appearance, such as text
alignment, background images, opacity, transitions, and animations. By using these
properties effectively, you can create visually appealing and engaging web pages.

Here's an example of how you can use CSS properties to style a paragraph
element:

<!DOCTYPE html>

<html>

<head>

<style>

p {

color: red;

font-size: 16px;

font-weight: bold;

background-color: blue;

padding: 10px;

border: 1px solid #f3b4b4;

border-radius: 5px;

width: 300px;

margin: 10px;

}

</style>

</head>

<body>



<p>This is a styled paragraph.</p>

</body>

</html>

In the above example, we apply various CSS properties to the <p> (paragraph)
element. The properties specify different visual aspects, such as color, font size, font
weight, background color, padding, border style, border radius, width, and margin.

Properties in CSS can be written in several ways. Let's explore some examples:

● Color: The color property can be specified using different notations, such as
named colors (e.g., red, blue), hexadecimal values (e.g., #ff0000 for red), or RGB
values (e.g., rgb(255, 0, 0) for red).

● Font Size: The font-size property can be expressed in pixels (px), points (pt), or
other relative units like percentages (%).

● Font Weight: The font-weight property can be assigned values like bold, normal,
or specified with numerical values such as 400 or 700.

● Background Color: Similar to the color property, the background-color property
can be specified using named colors, hexadecimal values, or RGB values.

● Padding: The padding property determines the space between the content and
the element's border. It can be specified in pixels, percentages, or other units.

● Border: The border property allows you to define the style, width, and color of
the border. The border color can be specified using named colors, hexadecimal
values, or RGB values.

● Border Radius: The border-radius property sets the curvature of the corners of
an element. It can be defined in pixels or percentages.

● Width: The width property specifies the width of the element. It can be specified
in pixels, percentages, or other relative units.

● Margin: The margin property controls the space outside the element's border. It
can be specified in pixels, percentages, or other units.

By using these CSS properties and choosing the appropriate value formats, you can
style elements to achieve desired visual effects on your web page.



CSS Selectors
CSS selectors allow you to target specific HTML elements for styling. They play a
crucial role in applying styles to elements based on various criteria.

Let's explore some commonly used CSS selectors:

Element Selector: Selects all instances of a specific HTML element. For example, p
selects all <p> elements in the document.

Class Selector: Targets elements with a specific class attribute value. Classes are
defined in HTML using the class attribute. For example, .highlight selects all elements
with the class "highlight".

ID Selector: Targets a specific element with a unique ID value. IDs are defined in HTML
using the id attribute. For example, #header selects the element with the ID "header".

Descendant Selector: Selects elements that are descendants of another element. For
example, div p selects all <p> elements that are descendants of <div> elements.

Child Selector: Selects elements that are direct children of another element. For
example, ul > li selects all <li> elements that are direct children of <ul> elements.

Adjacent Sibling Selector: Selects an element that immediately follows another
element. For example, h2 + p selects the <p> element that directly follows an <h2>
element.

Attribute Selector: Selects elements based on their attribute values. For example,
input[type="text"] selects all <input> elements with the attribute type set to "text".

Pseudo-classes: Selects elements based on a specific state or condition. For example,
a:hover selects all <a> elements when they are being hovered over by the mouse.



Here's an example that demonstrates the usage of CSS selectors:

<!DOCTYPE html>

<html>

<head>

<style>

/* Element Selector */

p {

color: blue;

}

/* Class Selector */

.highlight {

background-color: yellow;

}

/* ID Selector */

#header {

font-size: 24px;

}

/* Descendant Selector */

div p {

font-style: italic;

}

/* Child Selector */

ul > li {

font-weight: bold;

}

/* Adjacent Sibling Selector */

h2 + p {

color: red;

}

/* Attribute Selector */

input[type="text"] {



border: 1px solid gray;

}

/* Pseudo-class */

a:hover {

text-decoration: underline;

}

</style>

</head>

<body>

<p>This is a paragraph.</p>

<p class="highlight">This paragraph has a highlight class.</p>

<div>

<p>This paragraph is a descendant of a div element.</p>

</div>

<h2>Title</h2>

<p>This paragraph follows the title.</p>

<ul>

<li>This list item is a direct child of a ul element.</li>

</ul>

<input type="text" placeholder="Enter your name">

<a href="#">This is a link</a>

</body>

</html>

Output:



In the above example, we have used different CSS selectors to target and style specific
elements. By combining selectors and applying corresponding styles, you can have
precise control over the appearance of your web page elements.

CSS selectors provide flexibility and specificity in styling elements, enabling you to
create unique and visually appealing designs. Experiment with different selectors and
explore their capabilities to achieve your desired styling effects.

CSS Layouts
CSS layouts are an integral part of web design as they allow you to arrange and
position elements on a web page. With CSS, you can create visually appealing and
well-structured layouts.

Let's explore some common CSS layout techniques in more detail:

Floats: The float property allows elements to be floated to the left or right of their
container. This technique is commonly used for creating multi-column layouts. By



floating elements, you can have text wrap around them. However, it's important to clear
the floats using the clear property to prevent unwanted wrapping and ensure proper
positioning of subsequent elements.

Positioning: CSS positioning enables you to precisely position elements on a web
page. There are four main positioning values:

● static: This is the default position for elements, and they appear in the normal
document flow.

● relative: Elements with position: relative are positioned relative to their normal
position. You can use top, bottom, left, and right properties to adjust their
position.

● absolute: Elements with position: absolute are positioned relative to their closest
positioned ancestor. This allows for precise placement on the page. Remember
that absolutely positioned elements are removed from the normal document flow,
so other elements can overlap them.

● fixed: Elements with position: fixed are positioned relative to the viewport. They
remain in a fixed position even when the page is scrolled.

CSS Grid: CSS Grid provides a powerful layout system that allows you to create
complex grid-based layouts. With CSS Grid, you define both rows and columns to
create a grid. You can place elements into specific cells of the grid, controlling their
positioning and alignment. This flexible system allows for both vertical and horizontal
layouts, and you have fine-grained control over the size and placement of elements.

Flexbox: Flexbox is a one-dimensional layout model that simplifies the alignment and
distribution of elements in a container. It provides an intuitive way to create flexible and
responsive layouts. With flexbox, you can control the size and position of elements
along either the horizontal or vertical axis. It offers powerful features like flex-grow,
flex-shrink, and flex-basis to control the distribution of available space among the
elements.

Here's an example of using CSS Grid to create a basic layout:

<!DOCTYPE html>

<html>

<head>

<style>

.container {

display: grid;



grid-template-columns: 1fr 1fr;

gap: 20px;

}

.item {

background-color: rgb(243, 191, 191);

padding: 20px;

}

</style>

</head>

<body>

<div class="container">

<div class="item">Item 1</div>

<div class="item">Item 2</div>

</div>

</body>

</html>

Output:

Responsive Design
Responsive design is a crucial aspect of modern web development that focuses on
creating websites that can adapt and provide an optimal viewing experience across
different devices and screen sizes. With the increasing usage of smartphones, tablets,
and various other devices to access the web, it's essential to ensure that your website is
responsive and can adjust its layout, content, and functionality accordingly.

Key Components of Responsive Design:

Fluid Layouts: Fluid layouts are designed to be flexible and adapt to different screen
sizes. Instead of using fixed pixel widths, relative units such as percentages or viewport



units (vw, vh) are used to define the width and height of elements. This allows elements
to resize proportionally, ensuring a consistent and visually appealing layout across
devices. Fluid layouts ensure that your content flows seamlessly and adjusts gracefully
to fit various screen sizes.

Media Queries: Media queries are CSS techniques that enable you to apply different
styles based on specific device characteristics, such as screen width, height,
orientation, or resolution. By using media queries, you can create breakpoints where
your design and styles change to accommodate different screen sizes. This allows you
to optimize the layout, typography, and overall user experience for various devices.
Media queries are powerful tools that enable you to create adaptive and responsive
designs.

Flexible Images and Media: Images and media content play a vital role in web design.
To ensure they adapt well to different screen sizes, it's essential to use responsive
techniques. Setting the max-width property of images to 100% ensures that they scale
proportionally and don't overflow their container. Additionally, utilizing CSS
background-image with the background-size: cover property can help maintain the
aspect ratio of background images. These techniques ensure that images and media
content are displayed optimally on all devices.

Mobile-First Approach: The mobile-first approach is a design philosophy that
emphasizes designing for mobile devices first, and then gradually enhancing the design
for larger screens. This approach ensures that your website's core content and
functionality are accessible and usable on smaller screens. As the screen size
increases, you can add additional design elements and enhance the user experience.
The mobile-first approach prioritizes delivering a seamless experience on mobile
devices and progressively enhances it for larger screens.

Responsive design is crucial for several reasons:

● Improved User Experience: Responsive websites provide a consistent and
user-friendly experience across different devices. Users can easily navigate and
consume content without having to constantly zoom in or scroll horizontally.

● Increased Reach: With the increasing usage of mobile devices, having a
responsive website ensures that your content is accessible to a broader
audience. It enables you to reach users regardless of the device they are using.

● Search Engine Optimization (SEO): Search engines prefer responsive websites
as they provide a better user experience. Responsive design can positively



impact your search engine rankings, leading to increased visibility and organic
traffic.

● Future-Proofing: Responsive design is forward-thinking. As new devices with
varying screen sizes and resolutions continue to emerge, a responsive website
ensures your content remains accessible and visually appealing.

By implementing responsive design principles, you create a website that adapts to the
needs of your users, regardless of the device they use. It allows you to provide a
seamless and engaging experience, resulting in increased user satisfaction, improved
accessibility, and better business outcomes.

CSS Frameworks and Pre-processors
CSS frameworks and pre-processors are tools that enhance the efficiency and
productivity of CSS development. They provide ready-to-use styles, components, and
utilities that help streamline the styling process and ensure consistency across web
projects.
Let's explore CSS frameworks and pre-processors in more detail:

CSS Frameworks:
CSS frameworks are pre-written CSS files that contain a collection of pre-defined styles,
layout grids, and components. They provide a foundation for building websites by
offering a set of reusable CSS classes and structures. Some popular CSS frameworks
include Bootstrap, Foundation, Bulma, and Tailwind CSS. Here are some benefits of
using CSS frameworks:

● Rapid Development: CSS frameworks provide a set of pre-built components and
styles that you can easily incorporate into your project. This accelerates
development time by reducing the need for custom CSS coding from scratch.

● Consistency: CSS frameworks ensure visual consistency across your website by
providing a unified design system. The predefined styles and components help
maintain a cohesive look and feel throughout your web pages.

● Responsive Design: CSS frameworks often include responsive design features,
such as responsive grids and utility classes, making it easier to create layouts
that adapt to different screen sizes and devices.



● Cross-Browser Compatibility: CSS frameworks are built and tested to work
across multiple browsers, ensuring consistent rendering and compatibility.

CSS Pre-processors:
CSS pre-processors are tools that extend the capabilities of CSS by introducing
additional features and functionality. They introduce concepts such as variables, mixins,
nesting, and functions, which enhance the modularity, maintainability, and reusability of
CSS code. Some popular CSS pre-processors include Sass (Syntactically Awesome
Style Sheets), Less, and Stylus.
Here's how CSS pre-processors can benefit your development process:

● Variables and Mixins: CSS pre-processors allow you to define variables that store
commonly used values, such as colors or font sizes. This makes it easier to
maintain consistency and make global changes across your stylesheets. Mixins
are reusable code snippets that can be included in multiple CSS rules, reducing
duplication and improving code organization.

● Nesting: CSS pre-processors enable you to nest selectors within one another,
improving the readability and organization of your code. This eliminates the need
for repetitive parent selectors and simplifies the styling hierarchy.

● Modularity and Code Reusability: CSS pre-processors facilitate the creation of
modular and reusable code. With the ability to create partial files and import them
into a main stylesheet, you can easily manage and organize styles across
different components or sections of your website.

● Advanced Functions and Operations: CSS pre-processors provide advanced
functions, mathematical operations, and color manipulation capabilities. These
features allow for more dynamic and powerful styling options.

It's worth noting that while CSS frameworks and pre-processors offer many advantages,
they may introduce additional complexity and file size to your project. It's important to
consider the specific requirements of your project and choose the appropriate
framework or pre-processor accordingly.

By leveraging CSS frameworks and pre-processors, you can expedite your
development process, achieve a consistent and responsive design, and enhance the
maintainability and scalability of your CSS code. These tools can significantly improve
your productivity and help you build robust and visually appealing web applications.


