
Lesson 11: Introduction to Structured Query
Language (SQL)
SQL (Structured Query Language) is a standardized programming language specifically
designed for managing and manipulating relational databases. It serves as a means of
interacting with databases, allowing users to perform various operations such as data
retrieval, data manipulation, and database administration.

SQL provides a set of commands that enable users to create, modify, and query
databases. It allows for the creation and definition of tables, columns, and relationships
between tables, providing a structured framework for organizing and storing data.
Additionally, SQL supports operations for inserting, updating, and deleting data,
enabling users to modify the contents of a database as needed.

The primary purpose of SQL is to retrieve information from databases. It allows users to
construct queries using the SELECT statement, specifying the desired columns, tables,
and conditions for filtering the data. SQL provides a wide range of functionalities for
sorting, grouping, and aggregating data, allowing for in-depth analysis and reporting.

Moreover, SQL supports the concept of joins, which enables users to combine data
from multiple tables based on common columns. This capability facilitates the retrieval
of related information and the ability to perform complex queries involving multiple
tables.

One key aspect of SQL in data analytics is data retrieval and filtering. Analysts can use
the SELECT statement with filtering conditions to retrieve specific subsets of data from
databases. This capability enables targeted data retrieval, allowing analysts to focus on
specific subsets or time frames of interest.

SQL also provides functions for data aggregation and summary statistics. Analysts can
use aggregate functions like SUM, AVG, COUNT, MIN, and MAX to calculate key
metrics and derive meaningful insights from the data. These functions are essential for
summarizing and understanding the overall trends and characteristics of the data.

Another critical role of SQL in data analytics is the ability to perform joins and integrate
data from multiple tables. By merging related data through joins, analysts can gain a
comprehensive view and perform in-depth analysis that involves multiple dimensions.



This capability is particularly useful when working with complex datasets that require
combining data from different sources.

SQL facilitates data transformation and cleansing operations within queries. Analysts
can change data types, convert formats, handle missing values, and standardize data
across columns or tables. These transformations ensure data consistency and enhance
the quality of analysis.

Advanced analytic functions in SQL enable analysts to perform complex calculations
and statistical operations directly within queries. Tasks like window functions, ranking,
partitioning, time series analysis, and predictive modeling can be achieved using these
functions, empowering analysts to uncover deeper insights and patterns in the data.

SQL also supports data sampling, which allows analysts to work with a subset of data
for exploration and initial analysis. Sampling is particularly useful when dealing with
large datasets, as it enables analysts to gain insights and identify patterns without
processing the entire dataset, thus saving time and computational resources.

Furthermore, SQL can be integrated with reporting and visualization tools to generate
insightful reports and visual representations of data analysis results. By combining SQL
queries with visualization platforms, analysts can effectively communicate their findings
and support decision-making processes.

Lastly, SQL provides mechanisms for ensuring data quality and integrity. Through the
use of constraints, such as unique keys and referential integrity constraints, SQL helps
maintain the consistency and accuracy of data during analysis processes, ensuring
reliable and trustworthy results.

In summary, SQL is an essential tool for data analysts in the field of data analytics. Its
capabilities for data retrieval, aggregation, transformation, integration, and analysis
empower analysts to extract insights, uncover patterns, and make data-driven decisions
that contribute to business success.

Relational databases and Tables
Relational databases are a type of database management system (DBMS) that
organizes and stores data in a tabular format. The structure of a relational database
consists of tables, which are composed of rows and columns. Each table represents a



distinct entity or concept, and the rows within the table contain individual records or
instances of that entity.

Here's an overview of relational databases and tables:

1. Tables: In a relational database, data is organized into tables, also referred to as
relations. Each table consists of rows, also known as tuples or records, and columns,
also called attributes or fields. Each column represents a specific piece of information,
while each row represents a unique record or instance.

2. Columns: Columns define the structure and data type of the information stored within
a table. They represent the characteristics or properties of the entity the table
represents. Examples of columns could be "customer ID," "name," "email address," or
"product price." Each column has a name and a defined data type, such as integer,
string, date, or boolean.

3. Rows: Rows contain the actual data or records within a table. Each row represents a
specific instance or entry within the table. For example, in a customer table, each row
might represent a unique customer with information such as their ID, name, and contact
details. Each row has a primary key, which is a unique identifier used to distinguish it
from other rows in the table.

4. Relationships: Relational databases can establish relationships between tables using
keys. The most common type of relationship is a primary key-foreign key relationship. A
primary key is a unique identifier within a table, while a foreign key is a reference to the
primary key in another table. This allows tables to be linked based on shared attributes
and enables the retrieval of related data across tables.

5. Normalization: Relational databases adhere to the principles of database
normalization, which aims to eliminate redundancy and ensure data integrity.
Normalization involves organizing data into multiple tables, reducing data duplication,
and establishing relationships between them. This helps maintain data consistency and
improves overall database efficiency.

6. Querying: To retrieve data from a relational database, users can write SQL queries.
These queries allow for data retrieval, modification, and analysis. Users can specify the
desired columns, apply filters, sort data, and perform calculations using SQL statements
like SELECT, WHERE, ORDER BY, and GROUP BY.



7. Database Management System (DBMS): Relational databases are managed by
DBMS software, such as MySQL, Oracle, Microsoft SQL Server, or PostgreSQL. The
DBMS provides tools for creating, modifying, and querying databases, ensuring data
integrity, and managing security and user access.

Relational databases and tables provide a flexible and efficient way to store and
manage structured data. They offer a logical and organized structure for data storage
and retrieval, making them widely used in various industries and applications where
data consistency, scalability, and relational integrity are essential.

Basic SQL syntax and commands

SELECT:
The SELECT statement is used to retrieve data from one or more tables in a database.
It specifies the columns to be included in the result set.

Syntax:

SELECT column1, column2, ...

FROM table_name;

Example:

SELECT name, age, city

FROM customers;

FROM:
The FROM clause is used to specify the table or tables from which data is being
retrieved in the SELECT statement.

Syntax:

SELECT column1, column2, ...



FROM table_name;

Example:

SELECT *

FROM orders;

WHERE:
The WHERE clause is used to filter data based on specified conditions. It allows you to
retrieve only the rows that meet specific criteria.

Syntax:

SELECT column1, column2, ...

FROM table_name

WHERE condition;

Example:

SELECT name, age, city

FROM customers

WHERE age > 30;

GROUP BY:
The GROUP BY clause is used to group rows based on one or more columns. It is often
used in conjunction with aggregate functions to perform calculations on grouped data.

Syntax:
SELECT column1, aggregate_function(column2)

FROM table_name

GROUP BY column1;

Example:
SELECT city, COUNT(*)



FROM customers

GROUP BY city;

HAVING:
The HAVING clause is used to filter grouped data based on specified conditions. It is
similar to the WHERE clause but operates on the result of the GROUP BY clause.

Syntax:

SELECT column1, aggregate_function(column2)

FROM table_name

GROUP BY column1

HAVING condition;

Example:

SELECT city, COUNT(*)

FROM customers

GROUP BY city

HAVING COUNT(*) > 5;

ORDER BY:
The ORDER BY clause is used to sort the result set based on one or more columns. It
can sort data in ascending or descending order.

Syntax:

SELECT column1, column2, ...

FROM table_name

ORDER BY column1 [ASC|DESC];

Example:



SELECT name, age, city

FROM customers

ORDER BY age DESC;

These are some of the basic SQL syntax and commands commonly used for data
retrieval and manipulation. SQL offers many more features, including joins, subqueries,
and data modification commands like INSERT, UPDATE, and DELETE, which allow for
more advanced data operations in relational databases.

DBMS that support SQL
There are several widely used database management systems (DBMS) that support
SQL, the standard language for interacting with relational databases. Understanding
these DBMS is crucial for working with data effectively. Here are some notable DBMS
that support SQL:

1. MySQL: MySQL is an open-source DBMS known for its scalability and performance.
It is commonly used in web applications and compatible with various operating systems.
Its user-friendly interface and extensive documentation make it an excellent choice for
beginners in the SQL world.

2. PostgreSQL: PostgreSQL, also known as Postgres, is an open-source
object-relational DBMS. It stands out for its advanced features and compliance with
SQL standards. PostgreSQL offers flexibility and extensibility, making it a preferred
option for developers who require complex data types and customizations.

3. Oracle Database: Oracle Database is a popular proprietary DBMS developed by
Oracle Corporation. It is renowned for its scalability, security, and comprehensive
feature set. Often used in enterprise applications, Oracle Database provides tools for
managing large datasets and has excellent support for high-demand environments.

4. Microsoft SQL Server: Microsoft SQL Server is a DBMS developed by Microsoft,
designed for Windows-based environments. It offers a wide range of features and tools
for database development, administration, and business intelligence. SQL Server's
integration with other Microsoft products makes it a preferred choice for organizations
that rely heavily on Microsoft technologies.



5. SQLite: SQLite is a lightweight embedded DBMS commonly used in mobile
applications and small-scale projects. It is known for its simplicity, small footprint, and
zero-configuration setup. SQLite is an ideal choice for local or client-side applications
where a full-scale DBMS may not be required.

6. IBM Db2: IBM Db2 is a family of relational DBMS developed by IBM. It caters to
enterprise-grade requirements, offering high-performance capabilities and extensive
tools for managing large-scale data. Db2 is widely used in sectors such as finance,
healthcare, and government, where reliability and robustness are critical.

7. Microsoft Access: Microsoft Access is a desktop DBMS bundled with Microsoft Office.
It is often used for small-scale applications and personal databases. Access provides a
user-friendly interface for designing and managing databases, making it a suitable
choice for individuals or departments without extensive database administration needs.

These DBMS form the backbone of many data-driven applications and systems. While
they all support SQL as the primary language for interacting with databases, it's
important to note that each DBMS may have its own unique features, syntax, and
optimizations. Understanding the strengths and characteristics of these DBMS can help
data practitioners choose the most suitable option for their specific needs.


